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Algorithm Design In Programming Language 
Education 
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Abstract

The field of algorithm development on computer systems continues to grow 
in importance in today’s world, highlighting the critical nature of algorithm 
design and implementation. With the increasing diversity of algorithm use 
cases, it is essential to emphasize the significance of proper algorithm design 
methods for each problem. As such, the design of new and effective algorithms 
is of paramount importance to the continued growth and innovation of 
computer systems. Algorithms play a crucial role in solving problems within 
established systems. Therefore, it is important to detail the appropriate 
algorithm methods for each problem. As the areas of algorithm use become 
more diverse, the programming languages used in these platforms also change.

This study aims to help learners understand the steps to take when designing 
algorithms and learning programming languages, regardless of the language 
used. Common algorithm designs are demonstrated on Python, C, C++, and 
C# programming languages. These designs cover shared concepts across all 
four languages and will aid in coding on these programming languages. The 
goal is to learn and apply algorithm design on multiple programming languages.

This study covers the basics of algorithms, programming, programming 
concepts, and the fundamentals of computer programming. It is essential 
to understand these topics in programming language education in order to 
correctly and error-free install algorithms, helping newcomers to the software 
industry take the correct steps.
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1. INTRODUCTION

Nowadays, when algorithms are combined with programming languages, 
great technological works are emerging. Examples of these works continue 
to differentiate and increase in military and police systems, agricultural 
applications, image processing applications, data engineering field, language 
processing works, and cyber security applications. With the differentiation 
of the areas of use of algorithms, the programming languages used on these 
platforms are also changing.

Python is an object-oriented and functional modern programming 
language. It is ideal for beginners due to its readability and ease of use. C# 
is a simple, modern, object-oriented, and type-safe programming language 
that combines the high productivity of application development languages 
with the raw power of C and C++. The Java programming language, on the 
other hand, shares many features that are common to most programming 
languages used today. Since it is designed with the structures of C and C++, 
where their languages are similar, the language is familiar to C and C++ 
programmers (Lerdorf, 2002; Hejlsberg, 2003; Arnold, 2005; Deitel, 2004; 
Kelly, 2016; Gavrilović, 2018; Pala, 2019; Chollet, 2021; Chen, 2023).

Nowadays, the use of computer systems in all sectors has increased. The 
analysis, design, development, application, and testing of the capabilities 
required by these systems are important for algorithms and software 
(Alaybeyoğlu, 2006; Özyurt, 2016; Akkaya, 2020; Shnaider, 2023). In 
the problems solved in systems established with algorithms on integrated 
systems, it is necessary to determine the algorithm method to be applied to 
the subject. In addition, determining the method to be used on this algorithm 
application is also of great importance in terms of integrity in the application. 
No matter how good the scope or evaluation of the mathematical models 
in the designed applications is, uncertainties may arise during the operation 
of the system. In this context, when any uncertain situation is encountered, 
linguistic variables and functions that best meet human thoughts should be 
created on the algorithm of the system.

In this chapter of this book, we will progress by learning and applying 
algorithm design with multiple programming languages and their concepts 
through C, C++, C#, and Python programming languages.

What will we learn?

 • We will learn the basics of algorithms and algorithm logic,

 • We will recognize the concept of flowchart,
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 • We will process the basics of programming with C and develop 
algorithms,

 • We will process the basics of programming with C++ and develop 
algorithms,

 • We will process the basics of programming with C# and develop 
algorithms,

 • We will process the basics of programming with Python and develop 
algorithms,

In the following sections, we will detail our explanations and applications 
on what an algorithm is, what programming is, what the basic concepts of 
programming are, and what computer programming covers.

2. WHAT IS AN ALGORITHM?

All of the sequential logical steps required to solve a problem or solve 
a problem for a specific purpose are called “algorithms”. An algorithm 
constitutes the entire path to be followed within the scope of the solution of 
a problem. In short, an algorithm is a method of creating the desired output 
information based on the information we have. The most important task of 
an algorithm related to any problem is that it can create steps for solving the 
problem.

Performing the coding of the algorithm to be prepared for a problem 
in any programming language is the simple part of the job. When writing 
the expression form of an algorithm textually, it is written step by step as 
a textual pseudo code for the problem to be solved, each line that occurs 
is numbered, and should start with ‘start’ and end with ‘end’. There are 
five expectations that should be considered when working on algorithms in 
C, C++, C#, or Python programming languages. These expectations are 
effectiveness, finiteness, definiteness, input/output, and success/performance 
measurement. Our answer to the question of what to expect from algorithms 
should be within the scope of the following explanations:

1) Effectiveness: Each step of the designed algorithm should be expressed 
in an understandable, simple, and precise way. Endless loops should not be 
entered by creating unnecessary repetitions on the algorithm.

2) Finiteness: Each algorithm must have a starting point and an end point.

3) Definiteness: In order to reach the result information within the scope 
of the algorithm’s task, the input information must be compatible at each 
step and give the same result when it is newly executed.
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4) Input/Output: It should have the result values that will be formed as a 
result of the operations to be performed on the algorithm.

5) Success/Performance: Algorithms that give different results in each 
application should be avoided. Even if the system seems to be working, the 
success rate may be low. At this point, the development of “high-performance 
algorithms” should be our goal.

3. WHAT IS PROGRAMMING?

In the field of education and training, big data analysis, cloud 
technologies, and wearable technologies have recently increased their impact 
(Turk, 2018). The tools that enable software production are programming 
languages, and algorithms constitute the most basic of these (Namlı, 2017). 
In programming teaching, algorithm design has a special place in defining 
the problem to be solved. In this context, how programmer candidates 
perceive the algorithm becomes important (Gökoğlu, 2017). An algorithm 
is a way where how to solve a problem or achieve a determined goal is 
explained. As can be understood from this statement, an algorithm is not a 
result, but a tool that leads to a result (Aytekin, 2018).

In the literature studies on programming, research has been conducted 
on preschool, kindergarten, primary school, secondary school, high 
school, university, and higher education (Yukselturk, 2016; Yalçınkaya, 
2018; Karaman, 2019; Deniz, 2019; Kaban, 2021; Bayraktar, 2021). The 
importance of programming education in the development of cognitive 
skills of students has been emphasized (Akçay, 2016). Scientific studies 
conducted in Turkey on coding education in the preschool period have 
been systematically examined, and in this context, it has been stated that 
algorithms are an advantage in problem-solving in the coding process 
(Zurnacı, 2022). In a study, Özdener (2008) focused on how vocational 
high school and university students interpreted algorithms related to time 
efficiency in structured computer programming. In another study, it was 
aimed to determine the effect of secondary students’ attitudes towards 
computers and their self-directed learning skill levels on their success in 
programming language teaching (Alper, 2019). In the field of education, 
the inability to teach software languages is due to the complexity of the 
courses and the inability to comprehend the integrity of the subject (Ozoran, 
2012). For programming students to learn a software language, adopting 
C and Python programming languages in “introduction to programming” 
courses is necessary (Balreira, 2023). Data structures can be used for the 
classification of algorithms on Java and C++ programming languages (Bui, 
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2019). An educational study developed using the artificial neural network 
from the sub-branches of artificial intelligence was carried out using the 
C#.NET programming language (Çevik, 2012).

Program (software): It can be defined as a series of statements written 
using a computer programming language to solve a specific problem. The 
statements to be used in programming languages are control and loop 
expressions. “If/if, else/else” and “switch/case”, which have common usage 
in programming languages, are used as control expressions, while “while”, 
“do/while” and “for” are used as loop expressions.

Loop expressions used in programming languages are: while, do/while, 
for, foreach, range and len/in. The loop expressions used in the C and C++ 
programming languages are while, do/while, and for. The loop expressions 
used in the C# programming language are while, do-while, for, and foreach. 
The loop expressions used in the Python programming language are while, 
for, range, and len/in. The loop expressions used in the Java programming 
language are while, do-while, and for. The control expressions used in the 
C, C++, C# and Python programming languages are: if, if/else, “if/else if 
/.... /else” and switch/case. However, there are no “switch/case” and “do/
while” structures directly in the Python programming language. In Table 
14, the “switch/case” structure is given by creating a function for the Python 
programming language. In Table 17, the “do/while” structure is given by 
creating a function for the Python programming language.

4. WHAT IS COMPUTER PROGRAMMING?

The steps that we will follow respectively in writing a program (software) 
that we will develop to solve the problem by using an algorithm on a 
computer are as follows: understanding what the problem is, determining 
the requirements for the solution, determining the input-output and 
operations of the problem, writing the algorithm that solves the problem, 
writing the algorithm in a programming language, and testing the accuracy 
of the program. To understand what the problem is and solve the problem, 
answers to 3 questions are sought. The first of these questions is “what 
is necessary”, the second is “how to produce solutions”, and the third is 
“what are the current situations”. Detailed analyses should be carried out 
before operations are performed on the algorithms. These analyses include: 
determining the data to be used or input-output definitions, determining 
the equations and formulas to be used when developing the algorithm, 
developing an algorithm (pseudo codes and flowcharts), writing a program 
in a programming language by using the algorithm, demonstrating 
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accuracy and verification (determining whether the program meets the 
user’s requirements), removing undetected errors, and preparing program 
documentation.

Relational and logical operators are used when running programs 
by utilizing comparison commands depending on the characteristics of 
the program. Programs (software) consist of many commands that run 
respectively. The commands used to control the program blocks which are 
requested to be executed or not to be executed based on certain conditions in 
programs are called “control commands”. These commands are considered 
as operator precedence, mathematical operation operators, logical expression 
representation, logical operators, the equivalent of a mathematical expression 
in a programming language, representative examples and coding of logical 
operators, a sample table of logical operations, increment-decrement 
operators, and the expression for the use of increment-decrement operators 
in a programming language. The operators and operations used as standard 
in the C, C#, Python, and C++ programming languages are given between 
Table 1 and Table 9. 

Table 1. Operator Precedence (Order of Operations)

Operator Precedence The Relevant Operator or Operators

1st order (first operation priority) *       /         %

2nd order +        -

3rd order <<     >>

4th order <        >       <=       >=

5th order ==       !=

6th order &

7th order ^

8th order |

9th order &&

10th order ||

11th order ?:

12th order (last operation priority) =

The related mathematical operation operators are shown, and their 
explanations are given in Table 2.



Tuğba Saray Çetinkaya / Ali Çetinkaya | 133

Table 2. Mathematical Operation Operators

Math Operators Explanation of the Operator

* Operator for the multiplication process

/ Operator for the division process

+ Operator for the addition process

- Operator for the subtraction process

% Operator for the mod process

Table 3. Logical Expressions

Logical Expression Explanation of the Logical Expression

= the operator for the “assignment” expression

== the operator for the “equivalence” expression

> the operator for the “greater than” expression

< the operator for the “less than” expression

>= the operator for the “Greater than or equal to” expression

<= the operator for the “less than or equal to” expression

&& the operator for the logical “AND” expression

|| the operator for the logical “OR” expression

! the operator for the logical “NOT” expression

!= the operator for the “not equal” expression

^ the operator for the “exclusive OR” expression

Table 3 shows the relevant logical expressions and their explanations. The 
use and representation of these expressions as operators are given in Table 4. 
On Table 4, the AND (&&) operator works with the result True (1) if both 
logical expressions are true, otherwise it works with the result False (0). The 
Or (||) operator works with the result True (1) if any of the logical expressions 
are true, otherwise, it works with False (0). The NOT (!) operator takes the 
“not”  (that is, inverse) of the logical expression. If the expression is True 
(1), it works with the result False (0), if False (0), then it works with the result 
True (1). The exclusive OR (^) operator works with the result True (1) if 
any of the logical expressions is different from the other, otherwise (that is, if 
they are both the same), it works with the result False (0).
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Table 4. Logical Operators

AND 
OPERATION

(AND)

OR OPERATION
(OR)

EXCLUSIVE OR
(XOR)

NOT 
OPERATION

(NOT)

THE TABLE FOR 
“AND” GATE

THE TABLE FOR 
“OR” GATE

THE TABLE FOR 
“EXCLUSIVE OR” 

GATE

THE TABLE FOR 
“NOT” GATE

A B Q
0 0 0

0 1 0
1 0 0
1 1 1

A B Q
0 0 0

0 1 1
1 0 1
1 1 1

A B Q
0 0 0

0 1 1
1 0 1
1 1 0

A Q
0 1

1 0

Table 5. The Equivalences of Mathematical Expressions on the Programming Language

Mathematical Expression The Equivalent of the Operation in the 
C Programming Language

The operation that gives the sum of 5 and 
2

variable = 5 + 2;

Multiplying the number 2 with the 
parameter a

variable = a * 2;

Obtaining the remaining number (mod) 
from the division of 7 with 3

mod = 7%3;

The operation that summit 5 and 4 first, 
multiplies the output value by 9, and 

divides the result of the operation by 2

A=((5+4)*9)/2;

s = 2*x / (a+b);

f=a*x-(b+c);

f=1 / (1+(1/n));
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The equivalences of some mathematical expressions in the programming 
language are presented in Table 5. Representative examples and codings of 
logical operators are given in Table 6.

Table 6. Representative Examples and Codings of Logical Operators

Operation Operator Sign
Representative 

Example
Representative 

Coding

Logical AND && (A<B) AND 
(B<C)

(A<B) && (B<C)

Logical OR || (A<B) OR (B<C) (A<B) || (B<C)

NOT ! NOT(A<B) !(A<B)

Exclusive OR 
(EXOR)

^ (A XOR B) (A^B)

Table 7 shows the output information generated as a result of the logical 
operations applied based on the input operations on the algorithms.

Table 7. Example Table of Logical Operations

X Y !X !Y X && Y X || Y X ^ Y

0 0 1 1 0 0 0

0 1 1 0 0 1 1

1 0 0 1 0 1 1

1 1 0 0 1 1 0

In Tables 8 and 9, the increment and decrement operators are shown and 
their use in programming languages is given. In addition, different uses and 
explanations of increment and decrement operators on algorithms are given 
in Table 9.

Table 8. Increment and Decrement Operators

Increment Operators Decrement Operators

++ --
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Table 9. The Use of Increment and Decrement Operators on a Programming Language 

Example operation 
Statement

Explanation

++a Increase “a” by one, and use the new value of “a” in the 
statement in which “a” is located.

a++ Use the value of “a” in the statement in which “a” is located, 
and then increase the value of “a” by one.

--a Decrease “a” by one, and use the new value of “a” in the 
statement in which “a” is located.

a-- Use the value of “a” in the statement in which “a” is located, 
and then decrease the value of “a” by one.

5. THE USE OF FLOWCHARTS IN ALGORITHM DESIGN

An algorithm is a cluster of instructions arranged in a specific logical 
order that produces a solution for a specific problem when it is executed. 
When creating this cluster, we use two techniques: Pseudo Code and 
Flowchart. These two concepts are the techniques used when creating and 
defining algorithms. Pseudo Code is a language consisting of limited words 
and is similar to programming language. A flowchart, on the other hand, 
is a graphical demonstration of an algorithm with geometric shapes. The 
representation of the algorithm is revealed by the flow lines connecting these 
shapes.

Table 10 shows the flowchart elements used when creating algorithms. 
The ellipse shows the starting and ending places of a flowchart. The 
parallelogram is used to show the data entry points on a flowchart. The 
rhombus represents the decision-making processes on the flowchart. The 
rectangle shows the arithmetic operations in the flowchart. The arrows 
indicate the directions in which the process steps will go on a flowchart. The 
cylinder represents the database process on the flowchart. The document 
represents the information output process on the flowchart.
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Table 10. Flowchart Symbols

Symbol Symbol Name Meaning

Ellipse It shows the starting and ending 
places of a flowcharts.

Parallelogram It is used to show the data entry 
points on a flowchart

Rhombus It represents the decision-making 
processes on a flowchart

Rectangle It shows the arithmetic operations in 
a flowchart.

Arrows It indicate the directions in which 
the process steps will go on a 

flowchart.

Cylinder It represents the database process on 
a flowchart.

Document It represents the information output 
process on a flowchart.
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6. ALGORITHM OPERATIONS ON PROGRAMMING 
LANGUAGES

Figure 1. The Flowchart of the “if ” Control Block in Programming

Table 11. Code Representation of the “if ” Loop on Different Programming Languages

if (condition)
{
  commands();
}

if condition:

  commands()

Code Representation of the “if ” Control 
Block in the C Programming Language

Code Representation of the “if ” Control 
Block in the Python Programming 

Language

if (condition)
{
  commands();
}

if (condition)
{
  commands();
}

Code Representation of the “if ” Control 
Block in the C++ Programming 

Language

Code Representation of the “if ” Control 
Block in the C# Programming Language



Tuğba Saray Çetinkaya / Ali Çetinkaya | 139

The “if ” command, which is represented as a control block in Figure 1 
and Table 11, is a conditional operation command. Depending on whether 
a certain condition is correct, it is ensured that a line of commands or a 
code block is executed. The comparison process is performed at the time 
of operation. The Boolean (true/false) value is returned depending on the 
control result of the expression that comes after the “if ” command. This 
Boolean value is considered as “TRUE” if the operation is correct and as 
“FALSE” if the operation is false. If the result of the related condition is 
logically correct, the command or command block written after “if ” will 
be executed. If the result of the condition is incorrect, the command or 
command block after the “if ” will be skipped, and operations will not occur 
on commands inside the “if ” structure. If the logical result of the condition 
in parentheses is TRUE, the function of the command(s) is executed. If 
the result of the condition in parentheses is FALSE, the next state on the 
command line is passed without any action. In the chart on the right side, 
the arrow goes to the end through the “no” loop. In Table 11, the use of 
the “if ” control block is shown with codes on four separate programming 
languages (c, C++, c#, and Python).

Figure 2. Chart of the “if.. else” Control Block in Programming
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Table 12. The use of the “if...else” Loop with Codes on Different Programming Languages

if (condition)
{
  commands1();
}
else
{
 commands2();
}

if condition:

commands1()

else:

commands2()

Code Representation of the “if…else” 
Control Block in the C Programming 

Language

Code Representation of the “if…
else” Control Block in the Python 

Programming Language

if (condition)
{
  commands1();
}
else
{
 commands2();
}

if (condition)
{
  commands1();
}
else
{
 commads2();
}

Code Representation of the “if…else” 
Control Block in the C++ Programming 

Language

Code Representation of the “if…else” 
Control Block in the C# Programming 

Language

If the logical result of the condition given in the parenthesis of the “if…
else” control block shown in Figure 2 and Table 12 is TRUE, commands1 
is executed, if the result is FALSE, commands2 is executed and the next 
command is passed. This use of “if…else” is a comparison command that 
allows one command block or another command block to operate depending 
on whether a certain condition is true. In Table 12, code representations of 
the “if…else” control block in four separate programming languages (C, 
C++, C#, and Python) are presented with examples.
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Figure 3. In programming, “if /else if/..../else” Chart of the Control Block

In Figure 3, how to use the “if /else if/.... /else” control block is shown in 
general. In Table 13, the use of the “if /else if/.... /else” control block in four 
separate programming languages (C, C++, C#, and Python) is shown with 
examples. If the logical result of the condition given in parentheses of the “if 
/else if/.... /else” control block is TRUE, commands1 is executed, and if the 
result is FALSE, commands2 is executed, and the next command is passed.



142 | Algorithm Design in Programming Language Education

Table 13. The use of the “if /else if / …. /else” Control Block in Different Programming 
Languages

if (statement1)
{

case1();
}
else if (statement2)
{

case2();
}
else if (statement3)
{

case3();
}
else
{

case4();
}

if statement1:

case1()

elif statement2:

case2()

elif statement3:

case3()

else:

case4()

Code Representation of the “if /else 
if / …. /else” Control Block in the C 

Programming Language

Code Representation of the “if /else if / 
…. /else” Control Block in the Python 

Programming Language

if (statement1)
{

case1();
}
else if (statement2)
{

case2();
}
else if (statement3)
{

case3();
}
else
{

case4();
}

if (statement1)
{

case1();
}
else if (statement2)
{

case2();
}
else if (statement3)
{

case3();
}
else
{

case4();
}

Code Representation of the “if /else if 
/ …. /else” Control Block in the C++  

Programming Language

Code Representation of the “if /else if 
/ …. /else” Control Block in the C#  

Programming Language
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Figure 4. Chart of “switch/case” Control Block in Programming

The “switch/case” control block is shown in Figure 4 and Table 14 in 
general. How to use the “switch/case” control block is shown in Figure 4. 
In Table 14, on the other hand, the use of the “switch/case” control block in 
four separate programming languages (C, C++, C#, and Python) is shown 
with examples. In the “switch/case” structure, if the “variable” value does 
not equal any value, the commands in the “default” section will be executed. 
When the value of the variable specified for the “switch” structure matches 
one of the “case” statements, the matching loop block is executed regardless 
of the equality status of the “case” statements. In the “case” statements, it is 
ensured that the cycle is completed by placing the “break;” command at the 
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end of the software blocks. The statements next to the “case” statement must 
be constant. There are no variables in these statements. A “case” statement 
can be any integer, character, or string constant but cannot be a decimal 
value. A “switch” block cannot contain more than one case statement with 
the same constant value.

In the structure of the “switch/case” control block shown in Figure 4 and 
Table 14, if the “variable” value does not equal any value, the commands0() 
in the “default” section will be executed. When the value of the variable 
specified for the “switch” structure matches one of the “case” statements, the 
related commands() block will be executed.

Table 14. Code Representation of the “switch/case” Loop on Different Programming 
Languages

switch(variable)
{

case value1: commands1(); break; 
case value2: commands2(); break;
….
case valueN: commandsN(); break;
default: commands0; break; 

}

def function(int variable): 
new(variable)={

value1: commands1(); break; 
value2: commands2(); break;
….
valueN: commandsN(); break;

}
return new.get(variable, 
“switch+case”) 

Code Representation of the Control Block 
“switch/case” in the C Programming 

Language

Code Representation of the Control Block 
“switch/case” in the Python Programming 

Language

switch(variable)
{

case value1: commands1(); break; 
case value2: commands2(); break;
….
case valueN: commandsN(); break;
default: commands0; break; 

}

switch(variable)
{

case value1: commands1(); break; 
case value2: commands2(); break;
….
case valueN: commandsN(); break;
default: commands0; break; 

}

Code Representation of the Control Block 
“switch/case” in the C++  Programming 

Language

Code Representation of the Control Block 
“switch/case” in the C# Programming 

Language
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Figure 5. The diagram of the “for” Loop in Programming

Table 15. The Use of the “for” Loop on Different Programming Languages

for(start; condition; repetition)
{

commands();
}

array = [1,2,3,4,5,6,7]
for array_item_number (i) in array:

print(i)

Code Representation of the “for” Loop 
Block in the C Programming Language

Code Representation of the “for” Loop 
Block in the Python Programming 

Language

for(start; condition; repetition)
{

commands();
}

for(start; condition; repetition)
{

commands();
}

Code Representation of the “for” Loop 
Block in the C++  Programming 

Language

Code Representation of the “for” Loop 
Block in the C# Programming Language

Figure 5 shows how to use the “for” loop block. In Table 15, on the 
other hand, the use of the “for” control block in four different programming 
languages (C, C++, C#, and Python) is presented with examples.

In the “for” loop, when the loop is first entered, the first operation of 
the loop is performed with the starting value; then the condition parameter 
is checked, and if the condition statement is “TRUE”, the commands()( 
function or commands block) in the loop are executed. Once the operation 
is completed, the condition is checked again. With the repetition parameter, 
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the number of times the “for” loop will repeat or the number of times the 
loop will be executed is indicated.

Figure 6. Diagram of the “while” loop in programming

Table 16. Code Representation of the “while” Loop in Different Programming 
Languages

while(condition)
 {
  commands();
 } 

counter = 0
while counter<determined_number:
 commands()

print(“operation value”, i)

The Use of the “while” Loop Block in 
the C Programming Language

The Use of the “while” Loop Block in 
the Python Programming Language

while(condition)
 {
  commands();
 }

while(condition)
 {
  commands();
 }

The Use of the “while” Loop Block in 
the C++  Programming Language

The Use of the “while” Loop Block in 
the C#  Programming Language
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Representations of the “while” loop block were given in Figure 6 and 
Table 16. Figure 6 shows the way to use the “while” loop block. In Table 16, 
the use of the “while” control block in four separate programming languages 
(C, C++, C#, and Python) is shown with examples. 

With the “while” loop, a command or command block can be used 
in more than one repetition operation. For example, with the while(1) 
statement, the state of the condition constantly returns TRUE. When the 
condition state is FALSE, the repetition of the loop stops.

Figure 7. The diagram of the “do/while” Loop in Programming
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Table 17. Code Representation of the “do/while” Loop in Different Programming 
Languages

do
{
    counter_value++;
    commands();
}
while (counter_value < determined_
number);

counter = 1  
while True:  
    print(counter)  
    counter = counter + 1  
    if(counter > determined_number):  
        break  

The Use of the “do/while” Loop Block in 
the C Programming Language

The Use of the “do/while” Loop Block in 
the Python Programming Language

do
{
    counter_value++;
    commands();
}
while(counter_value < determined_
number);

do
{
    counter_value++;
    commands();
}
while(counter_value < determined_
number);

The Use of the “do/while” Loop Block in 
the C++ Programming Language

The Use of the “do/while” Loop Block in 
the C# Programming Language

The use of the “do/while” loop block were shown in Figure 7 and Table 
17. Figure 7 shows the general usage of the “do/while” loop block. In Table 
17, the use of the “do/while” control block in four different programming 
languages (C, C++, C#, and Python) is shown with codes. As long as the 
condition in operation is TRUE, the loop block or commands() function 
is executed. In the do/while loop, commands() execute the function once, 
regardless of the state of the condition (TRUE or FALSE). In short, 
regardless of the state of the condition, the commands() execute the function 
or loop block once.

7. CONCLUSION AND RECOMMENDATIONS

Algorithm design, which is considered together with the literature studies 
examined within the scope of this study, is an important topic when learning 
a programming language. Regardless of the programming language, the 
diagram of the steps to be followed when learning a language with an 
algorithm is given in Figure 8.
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Figure 8. Steps to follow when learning a programming language

Based on Figure 8, it can be said that when learning a programming 
language, it is necessary to determine exactly what the problem means first 
in a work within the scope of the designs handled by algorithms. In order 
to address this problem, the algorithm development process begins with a 
flowchart to be developed. While an algorithm is being developed, logical 
expressions of the existing parameters and operators should be determined. 
Before the specified operator and expressions are processed on the algorithm, 
decision structures are processed by mathematical operations. Repetitions 
of the results of decision structures are created with loops created on the 
system. Then the creation of integrated functions related to the learning of 
indicators, arrays, and strings on the programming language is carried out. 
The gradual learning process in programming languages is completed by 
creating and running the related functions.

Figure 9 shows an idea study in terms of its operations on algorithms. In 
the flowchart given in Figure 9, research studies are started with the creation 
of the idea. Initial designs are created with the research carried out, and 
a feasibility study should be carried out in order to match the algorithm 
with the idea in terms of the continuity of the algorithm process. After the 
feasibility processes, prototype tests and trial tests should be performed 
along with the development of the idea. With the establishment of the 
implementation process, the relevant work is concluded.
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Figure 9. Creation of an algorithm process of an idea by flowcharts

When the topics discussed in this chapter and the related literature are 
examined, it is seen that algorithms have an important role in the operation 
of a system. The selection of the best algorithm for a particular problem 
can be carried out with advanced programming knowledge and learning 
of algorithm design. In terms of their use on information and data, the 
importance of algorithms on integrated systems is gradually increasing 
today. It is observed that due to this increasing importance, systems become 
dependent on algorithms. The importance of algorithms, developed over 
time for integrated systems, in ensuring the control and security of the system 
both electronically and software is gradually increasing. States should use 
artificial intelligence in the use and development of algorithms on systems 
in terms of both technology security and software security. Considering 
the sectoral distribution of artificial intelligence, regardless of the sector, 
it has the opportunity to be applied in every field, from cyber security to 
autonomous vehicles, from virtual servers to mobile systems, from satellite 
communications to language processing applications and image processing.
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